![](data:image/png;base64,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)

**Tema:** Principios SOLID

**Curso:** Programacion I.

**Profesor:** Gustavo Coronel Castillo.

**Autor:**

- Ayala Villavicencio, Alvaro.

Fecha de entrega:

06/10/2017

**Indice:**

1. Resumen…………………………………………………………..….3

2. Antecedentes…………………………………………………….......3

3. Principios SOLID……………………………………………………..4

3.1. Principio de Responsabilidad Única…………………………..4

3.2. Principio Open/Closed……………………..............................5

3.3. Principio de Sustitución de Liskov………………………….....6

3.4. Principio de Segregación de Interfaces……………………....6

3.5. Principio de Inversión de Dependencias…………………......7

4. Conclusiones………………………………………………………….9

5. Recomendaciones……………………………………………………9

6. Bibliografía………………………………………………………….....9

**Resumen:**

Son cinco principios fundamentales, uno por cada letra, que hablan del diseño orientado a objetos en términos de la gestión de dependencias. Las dependencias entre unas clases y otras son las que hacen al código más frágil o más robusto y reutilizable. El problema con el modelado tradicional es que no se ocupa en profundidad de la gestión de dependencias entre clases sino de la conceptualización. Quién decidió resaltar estos principios y darles nombre a algunos de ellos fueRobert C. Martin, allá por el año 1995.  
SOLID es un acrónimo en inglés de:

**S: Principio de Responsabilidad Única** (Single Responsability Principle)  
"Un objeto debe tener una única responsabilidad"

**O: Principio de Abierto / Cerrado** (Open / Closed Principle)  
"las entidades de software deben ser abiertas a la extensión y cerradas a la modificación"

**L: Principio de Sustitución de Liskov** (Liskov Substitution Principle)  
"los objetos de un programa deben poder reemplazarse por instancias de sus subtipos sin alterar la correctitud del programa"

**I: Principio de Segregación de Interfaces** (Interface Segregation Principle)  
"es preferible muchas interfaces específicas de cliente que una interfaz de uso general"

**D: Principio de Inversión de Dependencias** (Dependency Inversion Principle)  
"debemos depender de las abstracciones y no de las concreciones"

**Antecedentes:**

Me intereso investigar sobre este tema ya que al entrar en el curso de Programacion I y ver una nueva manera de enseñanza y que esta integraba los principios SOLID, que hacen que el código sea mas limpio y legible ante uno, ya que en la practica nos dimos cuenta que podiamos mejorar de muchas maneras los códigos que planteabamos tomando en cuenta estos cinco principios SOLID.

**Principios Solid:**

Solides un acrónimo inventado por RobertC. Martin para establecer los cinco principios básicos de la programación orientada a objetos y diseño. Este acrónimo tiene bastante relación con los patrones de diseño, en especial, con la alta cohesión y el bajo acoplamiento.

El objetivo de tener un buen diseño de programación es abarcar la fase de mantenimiento de una manera más legible y sencilla, así como conseguir crear nuevas funcionalidades sin tener que modificar en gran medida código antiguo. Los costes de mantenimiento pueden abarcar el 80% de un proyecto de software por lo que hay que valorar un buen diseño.

Son 5 principios sólidos:

- Principio de Responsabilidad Única.

- Principio Open/Closed.

- Principio de Sustitución de Liskov.

- Principio de Segregación de Interfaces.

- Principio de Inversión de Dependencias.

A continuación, explicaremos cada uno de estos principios tomando en cuenta sus objetivos, errores recurrentes y posibles soluciones.

**1. Principio de Responsabilidad Única:**

El Principio de responsabilidad única es el primero de los cinco que componen SOLID. El principio de Responsabilidad Única nos viene a decir que un objeto debe realizar una única cosa. Es muy habitual, si no prestamos atención a esto, lo más probable es que acabemos teniendo clases que tienen varias responsabilidades lógicas a la vez.

Pero surge la pregunta ¿Cómo podemos saber si estamos violando el principio de Responsabilidad Única?

Existen muchos casos como: que en una misma clase están involucradas dos capas, que tengas demasiados métodos públicos, los métodos que usan cada uno de los campos de la clase, por el número de imports que tenemos, se nos hace difícil testear o probar la clase, cada vez que escribes una nueva función esa clase se ve afectada, por el número de líneas que tiene, etc.

En conclusión, el principio de Responsabilidad Única es una herramienta indispensable para proteger nuestro código frente a cambios, ya que implica que sólo debería haber un motivo por el que modificar una clase.

**2. Principio Open/Closed:**

El principio Open/Closed fue nombrado por primera vez por Bertrand Mayer, un programador francés, quien lo incluyó en su libro *Object Oriented Software Construction* en 1988.

El principio Open/Closed nos dice que una entidad de software debería estar abierta a extensión, pero cerrada a modificación. Es decir que tenemos que ser capaces de extender el comportamiento de nuestras clases sin necesidad de modificar su código. Esto nos ayuda a seguir añadiendo funcionalidad con la seguridad de que no afectará al código existente. Nuevas funcionalidades implicarán añadir nuevas clases y métodos, pero en general no debería suponer modificar lo que ya ha sido escrito.  
La forma de llegar a ello está muy relacionada con el principio anterior. Si las clases sólo tienen una responsabilidad, podremos añadir nuevas características que no les afectarán. Esto no quiere decir que cumpliendo el primer principio se cumpla automáticamente el segundo, ni viceversa.   
Muchas veces se suele resolver utilizando polimorfismo. En vez de obligar a la clase principal a saber cómo realizar una operación, delega esta a los objetos que utiliza, de tal forma que no necesita saber explícitamente cómo llevarla a cabo. Estos objetos tendrán una interfaz común que implementarán de forma específica según sus requerimientos.

Pero ¿Cómo nos damos cuenta de que estamos violando este principio?

Una de las maneras más sencillas es de detectarlo es darnos cuenta de qué clases modificamos más a menudo. Si cada vez que hay un nuevo requisito o una modificación de los existentes, las mismas clases se ven afectadas, podemos empezar a entender que estamos violando este principio.

En conclusión, el principio Open/Closed es una herramienta indispensable para protegernos frente a cambios en módulos o partes de código en los que esas modificaciones son frecuentes. Tener código cerrado a modificación y abierto a extensión nos da la máxima flexibilidad con el mínimo impacto.

**3. Principio de Sustitución de Liskov:**

La primera en hablar de él fue Bárbara Liskov (de ahí el nombre), una reconocida ingeniera de software americana.  
El principio de sustitución de Liskov nos dice que, si en alguna parte de nuestro código estamos usando una clase, y esta clase es extendida, tenemos que poder utilizar cualquiera de las clases hijas y que el programa siga siendo válido. Esto nos obliga a asegurarnos de que cuando extendemos una clase no estamos alterando el comportamiento de la padre.

Pero ¿Cómo nos damos cuenta de que estamos violando el principio de Sustitución de Liskov?

Si un método sobrescrito no hace nada o lanza una excepción, es muy probable que estés violando el principio de sustitución de Liskov. Otra herramienta que te avisará fácilmente son los tests. Si los tests de la clase padre no funcionan para la hija, también estarás violando este principio.

En conclusión, el principio de Liskov nos ayuda a utilizar la herencia de forma correcta, y a tener mucho más cuidado a la hora de extender clases. En la práctica nos ahorrará muchos errores derivados de nuestro afán por modelar lo que vemos en la vida real en clases siguiendo la misma lógica. No siempre hay una modelización exacta, por lo que este principio nos ayudará a descubrir la mejor forma de hacerlo.

**4. Principio de Segregación de Interfaces:**

El principio de segregación de interfaces viene a decir que ninguna clase debería depender de métodos que no usa. Por tanto, cuando creemos interfaces que definan comportamientos, es importante estar seguros de que todas las clases que implementen esas interfaces vayan a necesitar y ser capaces de agregar comportamientos a todos los métodos. En caso contrario, es mejor tener varias interfaces más pequeñas.

Las interfaces nos ayudan a desacoplar módulos entre sí. Esto es así porque si tenemos una interfaz que explica el comportamiento que el módulo espera para comunicarse con otros módulos, nosotros siempre podremos crear una clase que lo implemente de modo que cumpla las condiciones. El módulo que describe la interfaz no tiene que saber nada sobre nuestro código y, sin embargo, nosotros podemos trabajar con él sin problemas.

Pero llegamos a tener un problema y surge cuando esas interfaces intentan definir más cosas de las debidas, lo que se denominan *fat interfaces*. Probablemente ocurrirá que las clases hijas acabarán por no usar muchos de esos métodos, y habrá que darles una implementación.

Pero ¿Cómo nos damos cuenta de que estamos violando el principio de Segregación de Interfaces?

Si al implementar una interfaz ves que uno o varios de los métodos no tienen sentido y te hace falta dejarlos vacíos o lanzar excepciones, es muy probable que estés violando este principio. Si la interfaz forma parte de tu código, divídela en varias interfaces que definan comportamientos más específicos.

Pero si ya tienes un coddigo que utiliza fat interfaces, la solución puede ser utilizar el patrón de diseño Adapter. El patrón Adapter nos permite convertir unas interfaces en otras, por lo que puedes usar adaptadores que conviertan la interfaz antigua en las nuevas.

En conclusión, el principio de segregación de interfaces nos ayuda a no obligar a ninguna clase a implementar métodos que no utiliza. Esto nos evitará problemas que nos pueden llevar a errores inesperados y a dependencias no deseadas. Además, nos ayuda a reutilizar código de forma más inteligente.

**5. Principio de Inversión de Dependencias:**

También fue definido por Robert C. Martin. Este principio es una técnica básica, y será el que más presente tengas en tu día a día si quieres hacer que tu código sea testeable y mantenible. El objetivo de este principio conseguir desacoplar las clases. En todo diseño siempre debe existir un acoplamiento, pero hay que evitarlo en la medida de lo posible. Un sistema no acoplado no hace nada, pero un sistema altamente acoplado es muy difícil de mantener.

El objetivo de este principio es el uso de abstracciones para conseguir que una clase interactue con otras clases sin que las conozca directamente. Es decir, las clases de nivel superior no deben conocer las clases de nivel inferior. Dicho de otro modo, no debe conocer los detalles. Existen diferentes patrones como lainyección de dependencias o service locator que nos permiten invertir el control.

Los problemas más comunes que se suscitan son que: las partes más genéricas de nuestro código dependerá por todas partes de detalles de implementación, que las dependencias no queden claras y que es muy complicado el realizar pruebas de estos.

Pero ¿Cómo nos damos cuenta de que estamos violando el principio de Inversión de Dependencias?

Cualquier instanciación de clases complejas o módulos es una violación de este principio. Además, si haces tests te darás cuenta muy rápido, en cuanto no puedas probar esa clase con facilidad porque dependan del código de otra clase. Y para resolverlo tendrás que utilizar alguna de las alternativas que existen para suministrarle esas dependencias. Aunque hay varias, las que más se suelen utilizar son mediante constructor y mediante setters (funciones que lo único que hacen es asignar un valor).

En conclusión, este principio nos obliga a organizar nuestro código de una manera muy distinta a como estamos acostumbrados, y en contra de lo que la lógica dicta inicialmente, pero a la larga compensa por la flexibilidad que otorga a la arquitectura de nuestra aplicación.

**Conclusiones:**

En conclusión, con lo investigado se hace hincapié en el uso de los principios SOLID al momento de programar, de tomar en cuenta todos los principios para así poder generar códigos, fáciles de interpretar y de adaptarse o modificarse.

Estos cinco principios contribuyen mucho ya que nos ayudan a saber cuándo un objeto debe tener responsabilidad única, que las entidades de software sean abiertas a la extensión y cerradas a la modificación, la fácil modificación de objetos por instancias sin alterar el correcto funcionamiento del programa, el uso de varias interfaces específicas en contraste de una general y que debemos depender de las abstracciones y no de las concreciones.   
Para mí el lograr entender y aplicar estos principios y lograr que mejore mi manera de programar es de mucha ayuda y considero que todos deberían de tomar en cuenta siempre estos principios a la hora de hacer programación orientada a objetos.

**Recomendaciones:**

Se recomienda el constante uso y práctica en programación de los principios SOLID ya que son una base muy importante para obtener y generar códigos limpios, fáciles de entender y que se puedan modificar sin alterar el funcionamiento del programa.

**Video en YouTube:** https://youtu.be/lV5ozXqBxiI
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